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***Experiment-1***

**AIM :** Write and test a function that can help in Linear and Binary search.

1. Binary Search-

**Program-**

#include <stdio.h>

int main()

{

int c, first, last, middle, n, search, array[100];

printf("Enter number of elements\n");

scanf("%d", &n);

printf("Enter %d integers\n", n);

for (c = 0; c < n; c++)

scanf("%d", &array[c]);

printf("Enter value to find\n");

scanf("%d", &search);

first = 0;

last = n - 1;

middle = (first+last)/2;

while (first <= last) {

if (array[middle] < search)

first = middle + 1;

else if (array[middle] == search) {

printf("%d found at location %d.\n", search, middle+1);

break;

}

else

last = middle - 1;

middle = (first + last)/2;

}

if (first > last)

printf("Not found! %d isn't present in the list.\n", search);

return 0;

}

**Output-**
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1. Linear search-

**Program-**

#include <stdio.h>

int main()

{

int array[100], search, c, n;

printf("Enter number of elements in array\n");

scanf("%d", &n);

printf("Enter %d integer(s)\n", n);

for (c = 0; c < n; c++)

scanf("%d", &array[c]);

printf("Enter a number to search\n");

scanf("%d", &search);

for (c = 0; c < n; c++)

{

if (array[c] == search)

{

printf("%d is present at location %d.\n", search, c+1);

break;

}

}

if (c == n)

printf("%d isn't present in the array.\n", search);

return 0;

}

**Output-**

![](data:image/png;base64,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)

***Experiment-2***

**AIM :**Write and test a recursive function that prints all the permutations of the first n characters of a string.

**Program-**

#include<stdio.h>

#include<string.h>

//Declaring generatePermutation()

void generatePermutation(char \* , int , int );

int main()

{

char str[] = "ABC";

int n =strlen(str);

printf("All the permutations of the string are: \n");

generatePermutation(str,0,n);

}

//Function for generating different permutation of the string.

void generatePermutation(char \*str,const int start, int end)

{

char temp;

int i,j;

for(i = start; i < end-1; ++i){

for(j = i+1; j < end; ++j)

{

//Swapping the string by fixing a character

temp = str[i];

str[i] = str[j];

str[j] = temp;

//Recursively calling function generatePermutation() for rest of the characters

generatePermutation(str , i+1 ,end);

//Backtracking and swapping the characters again

temp = str[i];

str[i] = str[j];

str[j] = temp;

}

}

//Print the permutations

printf("%s\n",str);

}

**Output-**

![](data:image/png;base64,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)

***Experiment-3***

**AIM:** Write and test a recursive function that returns the power xn

**Program-**

#include <stdio.h>

int power(int n1, int n2);

int main() {

int base, a, result;

printf("Enter base number: ");

scanf("%d", &base);

printf("Enter power number(positive integer): ");

scanf("%d", &a);

result = power(base, a);

printf("%d^%d = %d", base, a, result);

return 0;

}

int power(int base, int a) {

if (a != 0)

return (base \* power(base, a - 1));

else

return 1;

}

**Output-**
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***Experiment-4***

**AIM:** Write a program to implement a stack of strings (illustrate the operations push (), pop(), size(), empty() and top()).

#include <stdio.h>

#include <stdlib.h>

// Data structure to represent a stack

struct stack

{

    int maxsize;    // define max capacity of the stack

    int top;

    int \*items;

};

// Utility function to initialize the stack

struct stack\* newStack(int capacity)

{

    struct stack \*pt = (struct stack\*)malloc(sizeof(struct stack));

    pt->maxsize = capacity;

    pt->top = -1;

    pt->items = (int\*)malloc(sizeof(int) \* capacity);

    return pt;

}

// Utility function to return the size of the stack

int size(struct stack \*pt) {

    return pt->top + 1;

}

// Utility function to check if the stack is empty or not

int isEmpty(struct stack \*pt) {

    return pt->top == -1;                   // or return size(pt) == 0;

}

// Utility function to check if the stack is full or not

int isFull(struct stack \*pt) {

    return pt->top == pt->maxsize - 1;      // or return size(pt) == pt->maxsize;

}

// Utility function to add an element `x` to the stack

void push(struct stack \*pt, int x)

{

    // check if the stack is already full. Then inserting an element would

    // lead to stack overflow

    if (isFull(pt))

    {

        printf("Overflow\nProgram Terminated\n");

        exit(EXIT\_FAILURE);

    }

    printf("Inserting %d\n", x);

    // add an element and increment the top's index

    pt->items[++pt->top] = x;

}

// Utility function to return the top element of the stack

int peek(struct stack \*pt)

{

    // check for an empty stack

    if (!isEmpty(pt)) {

        return pt->items[pt->top];

    }

    else {

        exit(EXIT\_FAILURE);

    }

}

// Utility function to pop a top element from the stack

int pop(struct stack \*pt)

{

    // check for stack underflow

    if (isEmpty(pt))

    {

        printf("Underflow\nProgram Terminated\n");

        exit(EXIT\_FAILURE);

    }

    printf("Removing %d\n", peek(pt));

    // decrement stack size by 1 and (optionally) return the popped element

    return pt->items[pt->top--];

}

int main()

{

    // create a stack of capacity 5

    struct stack \*pt = newStack(5);

    push(pt, 1);

    push(pt, 2);

    push(pt, 3);

    printf("The top element is %d\n", peek(pt));

    printf("The stack size is %d\n", size(pt));

    pop(pt);

    pop(pt);

    pop(pt);

    if (isEmpty(pt)) {

        printf("The stack is empty");

    }

    else {

        printf("The stack is not empty");

    }

    return 0;

    }

**Output-**

Inserting 1  
Inserting 2  
Inserting 3  
The top element is 3  
The stack size is 3  
Removing 3  
Removing 2  
Removing 1  
The stack is empty

***Experiment-5***

**AIM:** Write a program to implement a Queue of strings (illustrate the operations Enqueue (), dequeue(), size(), full() and empty()).

**Program-**

#include <limits.h>

#include <stdio.h>

#include <stdlib.h>

// A structure to represent a queue

struct Queue {

    int front, rear, size;

    unsigned capacity;

    int\* array;

};

// function to create a queue

// of given capacity.

// It initializes size of queue as 0

struct Queue\* createQueue(unsigned capacity)

{

    struct Queue\* queue = (struct Queue\*)malloc(

        sizeof(struct Queue));

    queue->capacity = capacity;

    queue->front = queue->size = 0;

    // This is important, see the enqueue

    queue->rear = capacity - 1;

    queue->array = (int\*)malloc(

        queue->capacity \* sizeof(int));

    return queue;

}

// Queue is full when size becomes

// equal to the capacity

int isFull(struct Queue\* queue)

{

    return (queue->size == queue->capacity);

}

// Queue is empty when size is 0

int isEmpty(struct Queue\* queue)

{

    return (queue->size == 0);

}

// Function to add an item to the queue.

// It changes rear and size

void enqueue(struct Queue\* queue, int item)

{

    if (isFull(queue))

        return;

    queue->rear = (queue->rear + 1)

                  % queue->capacity;

    queue->array[queue->rear] = item;

    queue->size = queue->size + 1;

    printf("%d enqueued to queue\n", item);

}

// Function to remove an item from queue.

// It changes front and size

int dequeue(struct Queue\* queue)

{

    if (isEmpty(queue))

        return INT\_MIN;

    int item = queue->array[queue->front];

    queue->front = (queue->front + 1)

                   % queue->capacity;

    queue->size = queue->size - 1;

    return item;

}

// Function to get front of queue

int front(struct Queue\* queue)

{

    if (isEmpty(queue))

        return INT\_MIN;

    return queue->array[queue->front];

}

// Function to get rear of queue

int rear(struct Queue\* queue)

{

    if (isEmpty(queue))

        return INT\_MIN;

    return queue->array[queue->rear];

}

// Driver program to test above functions./

int main()

{

    struct Queue\* queue = createQueue(1000);

    enqueue(queue, 10);

    enqueue(queue, 20);

    enqueue(queue, 30);

    enqueue(queue, 40);

    printf("%d dequeued from queue\n\n",

           dequeue(queue));

    printf("Front item is %d\n", front(queue));

    printf("Rear item is %d\n", rear(queue));

    return 0;

}

**Output-**

10 enqueued to queue

20 enqueued to queue

30 enqueued to queue

40 enqueued to queue

10 dequeued from queue

Front item is 20

Rear item is 40

***Experiment-6***

**AIM:** Write a program to implement Bubble Sort.

**Program-**

#include<stdio.h>

void print(int a[], int n) //function to print array elements

{

int i;

for(i = 0; i < n; i++)

{

printf("%d ",a[i]);

}

}

void bubble(int a[], int n) // function to implement bubble sort

{

int i, j, temp;

for(i = 0; i < n; i++)

{

for(j = i+1; j < n; j++)

{

if(a[j] < a[i])

{

temp = a[i];

a[i] = a[j];

a[j] = temp;

}

}

}

}

void main ()

{

int i, j,temp;

int a[5] = { 10, 35, 32, 13, 26};

int n = sizeof(a)/sizeof(a[0]);

printf("Before sorting array elements are - \n");

print(a, n);

bubble(a, n);

printf("\nAfter sorting array elements are - \n");

print(a, n);

}

**Output-**

![](data:image/png;base64,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)

***Experiment-7***

**AIM:** Write a program to implement selection sort.

**Program-**

#include <stdio.h>

void selection(int arr[], int n)

{

int i, j, small;

for (i = 0; i < n-1; i++) // One by one move boundary of unsorted subarray

{

small = i; //minimum element in unsorted array

for (j = i+1; j < n; j++)

if (arr[j] < arr[small])

small = j;

// Swap the minimum element with the first element

int temp = arr[small];

arr[small] = arr[i];

arr[i] = temp;

}

}

void printArr(int a[], int n) /\* function to print the array \*/

{

int i;

for (i = 0; i < n; i++)

printf("%d ", a[i]);

}

int main()

{

int a[] = { 12, 31, 25, 8, 32, 17 };

int n = sizeof(a) / sizeof(a[0]);

printf("Before sorting array elements are - \n");

printArr(a, n);

selection(a, n);

printf("\nAfter sorting array elements are - \n");

printArr(a, n);

return 0;

}

Output-

![](data:image/png;base64,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)

***Experiment-8***

**AIM:** Write a program to implement Quick Sort.

**Program-**

#include <stdio.h>

/\* function that consider last element as pivot,

place the pivot at its exact position, and place

smaller elements to left of pivot and greater

elements to right of pivot. \*/

int partition (int a[], int start, int end)

{

int pivot = a[end]; // pivot element

int i = (start - 1);

for (int j = start; j <= end - 1; j++)

{

// If current element is smaller than the pivot

if (a[j] < pivot)

{

i++; // increment index of smaller element

int t = a[i];

a[i] = a[j];

a[j] = t;

}

}

int t = a[i+1];

a[i+1] = a[end];

a[end] = t;

return (i + 1);

}

/\* function to implement quick sort \*/

void quick(int a[], int start, int end) /\* a[] = array to be sorted, start = Starting index, end = Ending index \*/

{

if (start < end)

{

int p = partition(a, start, end); //p is the partitioning index

quick(a, start, p - 1);

quick(a, p + 1, end);

}

}

/\* function to print an array \*/

void printArr(int a[], int n)

{

int i;

for (i = 0; i < n; i++)

printf("%d ", a[i]);

}

int main()

{

int a[] = { 24, 9, 29, 14, 19, 27 };

int n = sizeof(a) / sizeof(a[0]);

printf("Before sorting array elements are - \n");

printArr(a, n);

quick(a, 0, n - 1);

printf("\nAfter sorting array elements are - \n");

printArr(a, n);

return 0;

}

**Output-**
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